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Part III

SOA and Service-Orientation 

C h ap ter 8   P rincip les  of  Service-Orientation

C h ap ter 9   Service L ay ers
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So far the focus has been on the aspects of SOA as a whole. We have discussed the

num erous ex tensions available to SOA as well as its fundam ental concepts. We now turn

our attention to the underlying  paradig m  prim arily responsible for defining  SOA and

disting uishing  it as an architectural m odel.

T he principles and concepts covered in the nex t two chapters discuss the spectrum  

of service-orientation in detail. T his establishes necessary theory that applies to the 

rudim entary com ponents of prim itive SOA, but also provides concepts that can be prop-

ag ated and leverag ed throug hout service-oriented environm ents. F or ex am ple, topics

covered in these chapters form  the basis for the service m odeling  and desig n processes

provided in the subseq uent Building SOA parts of this book .
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Chapter 8

Principles of Service-Orientation

8.1   S erv i c e- o rien tati o n  an d  the en terpri s e

8.2   A n ato m y  o f  a s erv i c e- o rien ted  arc hitec tu re

8.3   Co m m o n  pri n c iples  o f  s erv i c e- o rien tati o n

8.4   H o w  s erv i c e- o rien tati o n  pri n c iples  i n ter- relate

8.5   S erv i c e- o rien tati o n  an d  o b jec t- o rien tati o n

8.6   N ati v e W eb  s erv i c e s u ppo rt f o r s erv i c e- o rien tati o n
pri n c iples
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B
efore we can begin building a service-oriented solution, we need to understand

wh at m ak es a service suitable for S O A . In oth er words, h ow can we build W eb

services th at are truly  service-oriented?

The answer lies in service-orientation. This approach to modeling business automation

logic has resulted in a set of commonly  accepted principles applied to each unit of logic

that constitutes a service within an SOA . It is through the application of these principles

that the primitive components of an SOA (services, descriptions, messages) are shaped

in support of service-orientation.

This chapter begins with a look  at how service-orientation applies to the enterprise as a

whole and then discusses individual principles in-depth. 

In  P la in  E n g lis h  s e c tio n s  

A knowledge of the principles of service-orientation is perhaps even more important

than concepts covered in past chapters. They are core to the design of services

regardless of w hat u nderlying technology is u sed to im plem ent them . Therefore, 

ou r In Plain English sections retu rn to su pplem ent the descriptions of individu al 

principles.

How case studies are used: As you might recall from the case study background

information p rov ided in C hap ter 2 , one of R ailC o’s business goals w as to

imp rov e their ex isting automation p rocesses by mov ing tow ard S O A. 

In this chap ter w e ex amine the serv ices built so far as p art of R ailC o’s technical

env ironment and discuss how  they comp ly to or div erge from indiv idual p rinci-

p les of serv ice-orientation. E x isting T L S  serv ices that already p ossess serv ice-

orientation characteristics are used for comp arison p urp oses. 

8.1 Service-orientation and the enterprise

T he collectiv e logic that defines and driv es an enterp rise is an ev er-ev olv ing entity con-

stantly changing in resp onse to ex ternal and internal influences. F rom an I T  p ersp ectiv e,

this enterprise logic can be div ided into tw o imp ortant halv es: business logic and ap p li-

cation logic ( F igure 8 .1 ) .
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Service-orientation and the enterprise 281

Each exists in a world of its own, and each represents a necessary part of contemporary

organiz ation structure. B usiness logic is a documented implementation of the business

req uirements that originate from an enterprise’s business areas. B usiness logic is gener-

ally structured into processes that express these req uirements, along with any associated

constraints, dependencies, and outside influences.

Application logic is an automated implementation of business logic organiz ed into var-

ious technology solutions. Application logic expresses business process workflows

through purchased or custom-developed systems within the confines of an organiz a-

tion’s IT infrastructure, security constraints, technical capabilities, and vendor 

dependencies.

Service-orientation applies to enterprise logic. It introduces new concepts that augment

the manner in which this logic is represented, viewed, modeled, and shared. W hile the

principles behind service-orientation exist in a vacuous realm of abstraction and theory,

they are a necessary counterpart to the real world environments that req uire their guid-

ance and structure.

The concepts introduced by service-orientation are realiz ed through the introduction 

of services. Let’s have a look at where services are located within the overall structure 

of an automated organiz ation. As Figure 8.2 illustrates, services establish a high form of

abstraction wedged between traditional business and application layers. W hen posi-

tioned here, services can encapsulate physical application logic as well as business

process logic. 

F ig u re 8.1 

The b usiness and application logic domains.
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Services modularize the enterprise, forming standalone units of logic that exist within a

common connectivity layer. Services can be layered so that parent services can encapsu-

late child services. This allows for the service layer to consist of multiple layers of

abstraction (as explained later in Chapter 9 ).

282 Chapter 8: Principles of Service-Orientation

Figure 8.2 

The service interface layer positioned between enterprise layers that promote applica-

tion and business logic.

In Figure 8.2 we display a fragmented application layer, where individual applications

are confined to the boundaries that represent their respective proprietary platform envi-

ronments. Though we show services as existing in a single, continuous layer, this only

illustrates the open connectivity that exists among service interfaces. Freed from pro-

prietary ties, services can communicate via open protocols. 

On a physical level, services are developed and deployed in proprietary environments,

wherein they are individually responsible for the encapsulation of specific application
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Service-orientation and the enterprise 283

logic. Figure 8.3 shows how individual services, represented as service interfaces within

the service interface layer, represent application logic originating from different 

platforms.

Figure 8.3 

The service interface layer abstracts connectivity from service deployment 

environments.

SU M M A R Y  O F K E Y  P O IN T S

• E nterprise logic can be divided into two domains: business logic and application

logic. Service-oriented principles can be applied to both.

• The service interface layer positions services to represent business logic and

abstract application logic.
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8.2 Anatomy of a service-oriented architecture

Chapter 5 established the components of the basic (first-generation) Web services

framework. This framework can be applied to implement services in just about any

environment. For example, services can be appended to traditional distributed applica-

tions or used as wrappers to expose legacy system logic. H owever, neither of these envi-

ronments resembles a “ real”  service-oriented architecture.

To best understand what constitutes a true SOA, we need to abstract the key compo-

nents of the Web services framework and study their relationships more closely. To

accomplish this, we begin by revisiting these familiar components and altering our per-

spective of them. First, we re-label them to reflect terminology more associated with

service-orientation. Then we position them into a logical view wherein we subsequently

re-examine our components within the context of SOA.

8.2.1 Logical components of the Web services framework

The communications framework established by Web services brings us the foundation

technology for what we’ve classified as contemporary SOA. Because we covered this

framework in Chapter 5, we will use it as a reference point for our discussion of service-

orientation.

Let’s first recap some Web services fundamentals within a logical modeling context. As

shown in Figure 8.4 , each Web service contains one or more operations. N ote that this

diagram introduces a new symbol to represent operations separately from the service.
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Figure 8.4  

A  Web service sporting two operations.
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Each operation governs the processing of a specific function the Web service is capable

of performing. The processing consists of sending and receiving SOAP messages, as

shown in Figure 8.5.

Figure 8.5 

An operation processing outgoing and incom-

ing SOAP messages.

By composing these parts, Web services form an activity through which they can collec-

tively automate a task (Figure 8.6 ).

Figure 8.6  

A basic communications scenario between Web services.

8.2.2 Logical components of automation logic

The Web services framework provides us not only with a technology base for enabling

connectivity, it also establishes a modularized perspective of how automation logic, as a

whole, can be comprised of independent units. To illustrate the inherent modularity of

Web services, let’s abstract the following fundamental parts of the framework:

• SOAP messages

• Web service operations

• Web services

• activities
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The latter three items represent units of logic that perform work and communicate using

SOAP messages. To better illustrate this in a service-oriented perspective, let’s replace

these terms with new ones, as follows:

• messages 

• operations 

• services 

• processes (and process instances)

Y ou’ll notice that these are quite similar to the terms we used before. The one exception

is the use of “process” instead of “activity.” In later chapters we actually use the word

“activity” in different contexts when modeling service-oriented business processes. 

For now, the one discrepancy to be aware of is that while a Web service activity is typi-

cally used to represent the temporary interaction of a group of Web services, a process

is a static definition of interaction logic. An activity is best compared to an instance of a

process wherein a group of services follow a particular path through the process logic to

complete a task.

Regardless, for the purposes of our discussion of service-orientation, we’ll continue with

our look at how automation logic is comprised of the four identified parts. We can 

further qualify these parts by relating each to different sized units of logic, as follows:

• messages =  units of communication

• operations =  units of work

• services =  units of processing logic (collections of units of work)

• processes =  units of automation logic (coordinated aggregation of units of work)

Figure 8.7  provides us with a primitive view of how operations and services represent

units of logic that can be assembled to comprise a unit of automation logic.

Next, in Figure 8.8, we establish that messages are a suitable means by which all units of

processing logic (services) communicate. This illustrates that regardless of the scope of

logic a service represents, no actual processing of that logic can be performed without

issuing units of communication (in this case, messages).
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The purpose of these views is simply to express that processes, services, and operations,

on the most fundamental level, provide a flexible means of partitioning and mod-

ularizing logic. Regardless of the technology platform used, this remains the most basic

concept that underlies service-orientation. In being able to derive this view from the

Web services framework, we also have demonstrated the suitability of the Web services

platform as a means of implementation for SOA.

Figure 8.7 

A primitive view of how SOA modulariz es automation logic into units.

Figure 8.8 

A primitive view of how units of communication enable interaction between units of logic.
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8.2.3 Components of an SOA

We’ll continue to work with our components of automation logic, but we now broaden

our discussion to how the characteristics and behaviors of these components are formed

within service-oriented architecture.

Each of the previously defined components establishes a level of enterprise logic

abstraction, as follows:

• A message represents the data required to complete some or all parts of a unit of

work.

• An operation represents the logic required to process messages in order to complete

a unit of work (Figure 8.9).
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Figure 8.9  

The scope of an operation within a process.

• A service represents a logically grouped set of operations capable of performing

related units of work.

• A process contains the business rules that determine which service operations are

used to complete a unit of automation. In other words, a process represents a large

piece of work that requires the completion of smaller units of work (Figure 8.10 ). 

Figure 8.10  

Operations belonging to different services representing various

parts of process logic.
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8.2.4 H ow components in an SOA inter-relate

Having established the core characteristics of our SOA components, let’s now look at

how these components are required to relate to each other:

• An operation sends and receives messages to perform work.

• An operation is therefore mostly defined by the messages it processes.

• A service groups a collection of related operations.

• A service is therefore mostly defined by the operations that comprise it.

• A process instance can compose services.

• A process instance is not necessarily defined by its services because it may only

require a subset of the functionality offered by the services.

• A process instance invokes a unique series of operations to complete its 

automation.

• Every process instance is therefore partially defined by the service operations 

it uses.

Figures 8.11 and 8.12 further illustrate these relationships.

A service-oriented architecture is an environment standardized according to the princi-

ples of service-orientation in which a process that uses services (a service-oriented

process) can execute. Next, we’ll take a closer look at what exactly the principles of serv-

ice-orientation consist of.

Figure 8.11

H ow the components of a service-oriented architecture relate.
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SUMMARY OF KEY POINTS

• The logical parts of an SOA can be mapped to corresponding components in the

basic Web services framework.

• B y viewing a service-oriented solution as a unit of automation logic, we establish

that SOA consists of a sophisticated environment that supports a highly modularized

separation of logic into differently scoped units.

• SOA further establishes specific characteristics, behaviors, and relationships among

these components that provide a predictable environment in support of service-

orientation.

8.3 C ommon principles of service-orientation

In Chapter 3 we established that there is no single definition of SOA. There is also no sin-

gle governing standards body that defines the principles behind service-orientation.

Instead, there are many opinions, originating from public IT organizations to vendors

and consulting firms, about what constitutes service-orientation. 

Service-orientation is said to have its roots in a software engineering theory known as

“separation of concerns.” This theory is based on the notion that it is beneficial to break

down a large problem into a series of individual concerns. This allows the logic required

to solve the problem to be decomposed into a collection of smaller, related pieces. Each

piece of logic addresses a specific concern.
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Figure 8.12

How the components of a service-oriented architecture define

each other.
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This theory has been implemented in different ways with different development plat-

forms. Object-oriented programming and component-based programming approaches,

for example, achieve a separation of concerns through the use of objects, classes, and

components.

Service-orientation can be viewed as a distinct manner in which to realize a separation

of concerns. The principles of service-orientation provide a means of supporting this

theory while achieving a foundation paradigm upon which many contemporary SOA

characteristics can be built. In fact, if you study these characteristics again, you will

notice that several are (directly or indirectly) linked to the separation of concerns theory.

As previously mentioned, there is no official set of service-orientation principles. There

are, however, a common set of principles most associated with service-orientation.

These are listed below and described further in this section.

• Services are reusable— Regardless of whether immediate reuse opportunities exist,

services are designed to support potential reuse. 

• Services sh are a f orm al con tract— For services to interact, they need not share any-

thing but a formal contract that describes each service and defines the terms of

information exchange.

• Services are loosely  coup led— Services must be designed to interact without the

need for tight, cross-service dependencies. 

• Services abstract un derly in g  log ic— The only part of a service that is visible to the

outside world is what is exposed via the service contract. U nderlying logic, beyond

what is expressed in the descriptions that comprise the contract, is invisible and

irrelevant to service requestors.

• Services are com p osable— Services may compose other services. This allows logic

to be represented at different levels of granularity and promotes reusability and the

creation of abstraction layers.

• Services are auton om ous— The logic governed by a service resides within an

explicit boundary. The service has control within this boundary and is not depend-

ent on other services for it to execute its governance.

• Services are stateless— Services should not be required to manage state informa-

tion, as that can impede their ability to remain loosely coupled. Services should be

designed to maximize statelessness even if that means deferring state management

elsewhere.
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• Services are discoverable—Services should allow their descriptions to be discov-

ered and understood by humans and service requestors that may be able to make

use of their logic. 

Of these eight, autonomy, loose coupling, abstraction, and the need for a formal contract

can be considered the core principles that form the baseline foundation for SOA. As

explained in the How service-orientation principles inter-relate section later in this chapter,

these four principles directly support the realization of other principles (as well as each

other).

There are other qualities commonly associated with services and service-orientation.

Examples include self-descriptive and coarse-grained interface design characteristics.

We classify these more as service design guidelines, and they are therefore discussed as

part of the design guidelines provided in Chapter 15.
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N OTE

Y ou may have noticed that the reusability and autonomy principles also were

mentioned as part of the contemporary SOA characteristics described in Chapter

3. This overlap is intentional, as we simply are identifying q ualities commonly

associated with SOA as a whole as well as services designed for use in SOA. We

further clarify the relationship between contemporary SOA characteristics and

service-orientation principles in Chapter 9 .

To fully understand how service-orientation principles shape service-oriented architec-

ture, we need to explore the implications their application will have on all of the primary

parts that comprise SOA. Let’s take a closer look at each of the principles.

8.3.1 Services are reusable

Service-orientation encourages reuse in all services, regardless if immediate require-

ments for reuse exist. By applying design standards that make each service potentially

reusable, the chances of being able to accommodate future requirements with less devel-

opment effort are increased. Inherently reusable services also reduce the need for creat-

ing wrapper services that expose a generic interface over top of less reusable services. 

This principle facilitates all forms of reuse, including inter-application interoperability,

composition, and the creation of cross-cutting or utility services. As we established ear-

lier in this chapter, a service is simply a collection of related operations. It is therefore the

logic encapsulated by the individual operations that must be deemed reusable to war-

rant representation as a reusable service (Figure 8.13).
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Messaging also indirectly supports service reusability through the use of SOAP headers.

These allow for messages to become increasingly self-reliant by grouping metadata

details with message content into a single package (the SOAP envelope). Messages can

be equipped with processing instructions and business rules that allow them to dictate

to recipient services how they should be processed. 

The processing-specific logic embedded in a message alleviates the need for a service to

contain this logic. More importantly, it imposes a requirement that service operations

become less activity-specific—in other words, more generic. The more generic a ser-

vice’s operations are, the more reusable the service.

Figure 8.13

A reusable service ex poses reusable operations.

CASE STUD Y

RailCo delivered the Invoice Submission Service for the sole purpose of being

able to connect to TLS’s new B2B system. This Web service’s primary function

therefore is to send electronic invoice documents to the TLS Accounts Payable

Service. The service contains the following two operations: SubmitInvoice and

G etTLSMetadata (Figure 8.14).
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The SubmitInvoice operation simply initiates the transmission of the invoice doc-

ument. You might recall in the Metadata exchange section of Chapter 7 that an

operation was added to periodically check the TLS Accounts Payable Service for

changes to its service description. This new operation is GetTLSMetadata.

Figure 8.14 

The R ailCo Invoice Submission Service and its 

operations.

Because they were built to meet immediate and specific business requirements,

these operations have no real reuse potential. The SubmitInvoice operation is

designed to forward SOAP messages containing specific headers required by TLS

and containing an invoice X ML document structured according to a schema also

defined by TLS. By its very name, the GetTLSMetadata operation identifies 

itself as existing for one reason: to query a specific endpoint for new metadata

information.

The TLS Accounts Payable Service, on the other hand, provides a series of

generic operations related to the processing of accounts payable transactions.

This service is therefore used by different TLS systems, one of which is the 

aforementioned B2B solution.

In Chapters 11 and 12 we will submit the RailCo Invoice Submission Service to 

a modeling exercise in an attempt to reshape it into a service that implements

actual service-orientation principles, including reusability.
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8.3.2 Services share a formal contract

Service contracts provide a formal definition of:

• the service endpoint

• each service operation 

• every input and output message supported by each operation

• rules and characteristics of the service and its operations

Service contracts therefore define almost all of the primary parts of an SOA (Figure 8.15).

Good service contracts also may provide semantic information that explains how a serv-

ice may go about accomplishing a particular task. Either way, this information estab-

lishes the agreement made by a service provider and its service requestors.

Because this contract is shared among services, its design is extremely important. Ser-

vice requestors that agree to this contract can become dependent on its definition. There-

fore, contracts need to be carefully maintained and versioned after their initial release.

IN PL AIN ENG L ISH

One day, a government inspector stops by our car washing operation. Not knowing

who he is, I ask if he would like his car washed and waxed or just washed. He

responds by asking a question of his own. “D o you have a business license for this

operation? ”

A subsequent conversation between the inspector and our team results in the revela-

tion that we have indeed been operating without a business license. We are therefore

ordered to cease all work until we obtain one. We scramble to find out what needs to

be done. This leads us to visit the local Business License Office to start the process

of acquiring a license.

The Business License Office provides a distinct service: issuing and renewing busi-

ness licenses. It is not there to service just our car washing company; it is there to

provide this service to anyone requesting it. Because its service is designed to facili-

tate multiple service requestors, the logic that enables the service can be classified

as being reusable.
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As explained in Chapter 5, service description documents, such as the WSDL definition,

XSD schemas, and policies, can be viewed collectively as a communications contract that

expresses exactly how a service can be programmatically accessed. 
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Figure 8.15 

Service contracts formally define the service, operation,

and message components of a service-oriented 

architecture.

CASE STUDY

From the onset, RailCo and TLS agreed to each other’s service contracts, which

enabled these two companies to interact via the TLS B2B system. The rules of the

contract and the definition of associated service description documents all are

provided by TLS to ensure a standardized level of conformance that applies to

each of its online vendors.

One day, RailCo is informed that TLS has revised the policy published with the

Accounts Payable Service. A new rule has been added where TLS is offering bet-

ter payment terms to vendors in exchange for larger discounts. RailCo has the

choice to continue pricing their products at the regular amounts and face a pay-

ment term of 60 days for their invoices or reduce their prices to get a payment

term of 30 days. 

Both of these options are acceptable contract conditions published by TLS. After

some evaluation, RailCo decides not to take advantage of the reduced payment

terms and therefore does not adjust its product prices.
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8.3.3 Services are loosely coupled

No one can predict how an IT environment will evolve. How automation solutions

grow, integrate, or are replaced over time can never be accurately planned out because

the requirements that drive these changes are almost always external to the IT environ-

ment. Being able to ultimately respond to unforeseen changes in an efficient manner is

a key goal of applying service-orientation. Realizing this form of agility is directly sup-

ported by establishing a loosely coupled relationship between services (Figure 8.16).

Loose coupling is a condition wherein a service acquires knowledge of another service

while still remaining independent of that service. Loose coupling is achieved through

the use of service contracts that allow services to interact within predefined parameters. 

It is interesting to note that within a loosely coupled architecture, service contracts actu-

ally tightly couple operations to services. When a service is formally described as being

the location of an operation, other services will depend on that operation-to-service

association.

IN PLAIN ENGLISH

F or us to get a business license, we must fill out an application form. This process

essentially formalizes our request in a format required and expected by the Business

License Office.

The completed application form is much like a contract between the service provider

and the requestor of the service. U pon accepting the form, the service provider

agrees to act on the request.

Figure 8.16 

Services limit dependencies to the service contract, allowing underlying provider and

requestor logic to remain loosely coupled.
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8.3.4 Services abstract underlying logic

Also referred to as service interface-level abstraction, it is this principle that allows services

to act as black boxes, hiding their details from the outside world. The scope of logic rep-

resented by a service significantly influences the design of its operations and its position

within a process.

There is no limit to the amount of logic a service can represent. A service may be

designed to perform a simple task, or it may be positioned as a gateway to an entire

automation solution. There is also no restriction as to the source of application logic a

service can draw upon. For example, a single service can, technically, expose application

logic from two different systems (Figure 8.17).
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CASE STUDY

Through the use of service contracts, RailCo and TLS services are naturally

loosely coupled. However, one could say that the extent of loose coupling

between the two service provider entities is significantly different.

TLS services are designed to facilitate multiple B2B partners, as well as internal

reuse and composition requirements. This makes TLS services very loosely cou-

pled from any of its service requestors.

RailCo’s services, on the other hand, are designed specifically to interact with

designated TLS services that are part of the overall TLS B2B solution. No attempt

was made to make these services useful for any other service requestors. RailCo

services are therefore considered less loosely coupled than TLS services.

IN PLAIN ENGLISH

After we have submitted our form, we are not required to remain at the Business

License Office, nor do we need to stay in touch with them. We only need to wait until

the application is processed and a license is (hopefully) issued.

This is much like an asynchronous message exchange, but it is also a demonstration

of a loosely coupled relationship between services or between service provider and

requestor. All we need to interact with the Business License Office is an application

form that defines the information the office requires to process our request. Prior to

and subsequent to the submission of that request, our car washing team (service

requestor) and the Business License Office (service provider) remain independent 

of each other.
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Operation granularity is therefore a primary design consideration that is directly related

to the range and nature of functionality being exposed by the service. Again, it is the

individual operations that collectively abstract the underlying logic. Services simply act

as containers for these operations.

Service interface-level abstraction is one of the inherent qualities provided by Web serv-

ices. The loosely coupled communications structure requires that the only piece of

knowledge services need to interact is each others’ service descriptions.

Figure 8.17 

Service operations abstract the underlying details of the functionality they expose.

CASE STUDY

Because both RailCo and TLS employ Web services to communicate, each envi-

ronment successfully implements service interface-level abstraction. On RailCo’s

end, this abstraction hides the legacy systems involved with generating elec-

tronic invoice documents and processing incoming purchase orders. On the TLS

side, services hide service compositions wherein processing duties are delegated

to specialized services as part of single activities (Figure 8.18).
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Figure 8.18 

Neither of RailCo’s or TLS’s service requestors require any knowledge of what

lies behind the other’s service providers.

IN PLAIN ENGLISH

The tasks required for the Business License Office to process our request include:

• A name check to ensure that the name of our company “Oasis Car Wash” isn’t

already taken.

• A background check of the company principals to ensure that none of us have had

past bankruptcies.

• A verification of our sub-lease agreement to ensure that we are, in fact, allowed to

operate at the gas station we have been using.
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8.3.5 Services are composable

A service can represent any range of logic from any types of sources, including other

services. The main reason to implement this principle is to ensure that services are

designed so that they can participate as effective members of other service compositions

if ever required. This requirement is irrespective of whether the service itself composes

others to accomplish its work (Figure 8.19).

These and other tasks are performed completely unbeknownst to us. We don’t know

or necessarily care what the Business License Office needs to do to process our

application. We are just interested in the expected outcome: the issuance of our

license.

Figure 8.19 

The UpdateEverything operation encapsulating a service composition.

A common SOA extension that underlines composability is the concept of orchestration.

Here, a service-oriented process (which essentially can be classified as a service compo-

sition) is controlled by a parent process service that composes process participants. 
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The requirement for any service to be composable also places an emphasis on the design

of service operations. Composability is simply another form of reuse, and therefore

operations need to be designed in a standardized manner and with an appropriate level

of granularity to maximize composition opportunities.
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CASE STUDY

As with RailCo’s Invoice Submission Service, its Order Fulfillment Service was

created to meet a specific requirement in support of communication with TLS’s

B2B solution. 

The Order Fulfillment Service contains just one public operation called

ProcessTLSPO (Figure 8.20). This operation is designed in compliance with TLS

vendor service specifications so that it is fully capable of receiving POs submitted

by the TLS Purchase Order Service. Part of this compliance requires the operation

to be able to process custom SOAP headers containing proprietary security

tokens.

Figure 8.20 

The RailCo Order Fulfillment Service with its one

operation.

Though the Order Fulfillment Service is capable of acting as a composition mem-

ber, its potential for being useful to any future compositions is limited. Composi-

tion support is similar to reusability in that generic functionality exposed by

operations make a service more composable. This RailCo service provides one

operation that performs a very specialized function, customized to processing a

specific document from a specific source. It will likely not be a suitable composi-

tion member, but it can act as a controller service, composing other services to

complete its PO processing tasks.

The TLS Accounts Payable Service already establishes a well-defined composi-

tion, wherein it acts as a controller service that composes the V endor Profile and

Ledger Services (Figure 8.21). Because they each expose a complete set of generic
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operations, all three of these services are capable of participating in other compo-

sition configurations.

Figure 8.21 

The TLS Accounts Payable Service composition.

IN PLAIN ENGLISH

G iven that the services provided by the Business License Office are distinct and

reusable, it can be asked to assist other government offices to participate in the 

completion of other services. For example, the Business Relocation Office manages

all administrative paperwork for businesses that need to be moved when their loca-

tion is scheduled for demolition.

As part of its many tasks, this office takes care of revising the business license infor-

mation for the affected company. It does so by enlisting the Business License Office

and requesting that they issue a new business license for a particular organization.

By reusing the services offered by the Business License Office, the Business Reloca-

tion Office has effectively composed services, much like a controller service reuses

and composes other service providers.

8.3.6 Services are autonomous

Autonomy requires that the range of logic exposed by a service exist within an explicit

boundary. This allows the service to execute self-governance of all its processing. It also

eliminates dependencies on other services, which frees a service from ties that could
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inhibit its deployment and evolution (Figure 8.22). Service autonomy is a primary con-

sideration when deciding how application logic should be divided up into services and

which operations should be grouped together within a service context.
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Figure 8.22 

Autonomous services have control over underlying resources.

Deferring the location of business rules is one way to strengthen autonomy and keep

services more generic. Processes generally assume this role by owning the business rules

that determine how the process is structured and, subsequently, how services are com-

posed to automate the process logic. This is another aspect of orchestration explored in

the Orchestration service layer section in Chapter 9.

Note that autonomy does not necessarily grant a service exclusive ownership of the

logic it encapsulates. It only guarantees that at the time of execution, the service has con-

trol over whatever logic it represents. We therefore can make a distinction between two

types of autonomy.
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• Service-level autonomy—Service boundaries are distinct from each other, but the serv-

ice may share underlying resources. For example, a wrapper service that encapsu-

lates a legacy environment that also is used independently from the service has

service-level autonomy. It governs the legacy system but also shares resources with

other legacy clients.

• P ure autonomy—The underlying logic is under complete control and ownership of

the service. This is typically the case when the underlying logic is built from the

ground up in support of the service.

CASE STUDY

Given the distinct tasks they perform, the following three RailCo services all are

autonomous:

• Invoice Submission Service

• Order Fulfillment Service

• TLS Subscription Service

Each represents a specific boundary of application logic that does not overlap

with the boundary of any other services.

Autonomy in RailCo’s services was achieved inadvertently. No conscious effort

was made to avoid application overlap, as the services were delivered to simply

meet specific connectivity requirements. 

As shown in Figure 8.23, the Invoice Processing and Order Fulfillment Services

encapsulate legacy logic. The legacy accounting system also is used by clients

independently from the services, which makes this service-level autonomy. The

TLS Notification Service achieves pure autonomy, as it represents a set of custom

components created only in support of this service.

In environments where a larger number of services exist and new services are

built on a regular basis, it is more common to introduce dedicated modeling

processes so pure service autonomy is preserved among individual services. 

At TLS, for example, services undergo a service-oriented analysis to guarantee

autonomy and avoid encapsulation overlap. (Service-oriented analysis is

explained in Chapters 11 and 12.)
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Figure 8.23 

RailCo’s services luckily encapsulate explicit portions of legacy and newly

added application logic.
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8.3.7 Services are stateless

Services should minimize the amount of state information they manage and the dura-

tion for which they hold it. State information is data-specific to a current activity. While

a service is processing a message, for example, it is temporarily stateful (Figure 8.24). If

a service is responsible for retaining state for longer periods of time, its ability to remain

available to other requestors will be impeded.

Statelessness is a preferred condition for services and one that promotes reusability and

scalability. For a service to retain as little state as possible, its individual operations need

to be designed with stateless processing considerations.

A primary quality of SOA that supports statelessness is the use of document-style mes-

sages. The more intelligence added to a message, the more independent and self-suffi-

cient it remains. Chapters 6 and 7 explore various WS-*  extensions that rely on the use

of SOAP headers to carry different types of state data. 

IN PLAIN ENGLISH

Let’s revisit the three tasks performed by the Business License Office when process-

ing an application for a new business license:

• name check 

• background check 

• location verification

The Business License Office owns the corporate name database required to perform

a name check. Also the office has personnel dedicated to visiting and verifying busi-

ness site locations. When completing these two tasks, the Business License Office

therefore has complete self-governance. However, when having to perform a back-

ground check, the office must share a database system with the Revenue Office.

When it gets access, it can retrieve an abbreviated credit history for each of the 

company principals listed on the application.

The Business License Office’s reliance on the shared database reduces its independ-

ence somewhat. However, its overall ability to perform the tasks within its own bound-

ary give it a degree of autonomy.
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Figure 8.24 

Stateless and stateful stages a service passes through while

processing a message.

CASE STUDY

As with loose coupling, statelessness is a quality that can be measured in

degrees. The RailCo Order Fulfillment Service is required to perform extra run-

time parsing and processing of various standard SOAP header blocks to success-

fully receive a purchase order document submitted by the TLS Purchase Order

Service. This processing ties up the Order Fulfillment Service longer than, say,

the Invoice Submission Service, which simply forwards a predefined SOAP mes-

sage to the TLS Accounting Service.
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8.3.8 Services are discoverable

Discovery helps avoid the accidental creation of redundant services or services that

implement redundant logic. Because each operation provides a potentially reusable

piece of processing logic, metadata attached to a service needs to sufficiently describe

not only the service’s overall purpose, but also the functionality offered by its 

operations.

Note that this service-orientation principle is related to but distinct from the contempo-

rary SOA characteristic of discoverability. On an SOA level, discoverability refers to the

architecture’s ability to provide a discovery mechanism, such as a service registry or

directory. This effectively becomes part of the IT infrastructure and can support numer-

ous implementations of SOA. On a service level, the principle of discoverability refers to

the design of an individual service so that it can be as discoverable as possible.

IN PLAIN ENGLISH

During the initial review of the application, our company was briefly discussed by per-

sonnel at the Business License Office. But after the application was fully processed,

no one really retained any memory of our request.

Though the details of our application have been logged and recorded in various

repositories, there is no further need for anyone involved in the processing of our

request to remember further information about it once the application processing task

was completed. To this extent, the Business License Office simulates a degree of

statelessness. It processes many requests every day, and there is no benefit to

retaining information about a completed request.

CASE STUDY

RailCo provides no means of discovery for its services, either internally or to the

outside world. Though outfitted with its own WSDL definition and fully capable

of acting as a service provider, the Invoice Submission Service is primarily uti-

lized as a service requestor and currently expects no communication outside of

the TLS Accounts Payable Service

Similarly, the RailCo Order Fulfillment Service was registered manually with the

TLS B2B solution so that it would be placed on the list of vendors that receive

purchase orders. This service provides no reusable functionality and is therefore

considered to have no immediate requirement for discovery.

Erl_08.qxd  6/30/05  11:01 AM  Page 309

Sample Chapter 8 from "Service-Oriented Architecture: Concepts, Technology, and Design" by Thomas Erl
For more information visit www.serviceoriented.ws.



310 Chapter 8: Principles of Service-Orientation

Due to the reusable nature of TLS services and because of the volume of services

that are expected to exist in TLS technical environments, an internal service reg-

istry was established (as shown in Figure 8.25 and originally explained in Chap-

ter 5). This piece of TLS infrastructure promotes discoverability and prevents

accidental redundancy. It further leverages the existing design standards used by

TLS that promote the creation of descriptive metadata documents in support of

service discoverability.

Figure 8.25 

RailCo’s services are not discoverable, but TLS’s inventory of services are stored in an internal

registry.

TLS is not interested in making its services publicly discoverable, which is why it

does not register them with a public service registry. Vendors that participate in

the TLS B2B system only are allowed to do so after a separate negotiation,

review, and registration process.
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SUMMARY OF KEY POINTS

• Different organizations have published their own versions of service-oriented 

principles. As a result, many variations exist.

• The most common principles relate to loose coupling, autonomy, discoverability,

composability, reuse, service contracts, abstraction, and statelessness.

8.4 How  service-orientation principles inter-relate

When reading through the previous descriptions, a number of questions might come to

mind, such as:

• What’s the difference between reusability and composability?  (Aren’t you reusing a

service when you compose it? )

• What’s the difference between autonomy and statelessness?  (Aren’t both a represen-

tation of service independence? )

• What’s the difference between loose coupling and the use of a service contract?

(Doesn’t a service contract automatically implement loose coupling? )

IN PLAIN ENGLISH

After some time, our business license is finally issued. Upon receiving the certificate

in the mail, we are back in business. Looking back at how this whole process began,

though, there is one step we did not discuss. When we first learned that we were

required to get a business license, we had to find out where the Business License

Office was located. This required us to search through the phone book and locate a

listing with contact information.

A service registry provides a discovery mechanism very much like a phone book,

allowing potential requestors to query and check candidate service providers. In the

same manner in which a registry points to service descriptions, the phone book list-

ing led us to the location at which we were able to obtain the original business license

application form.

M ore relevant to the principle of service discoverability is the fact that steps were

taken to make the Business License Office itself discoverable. Examples include

signs in the lobby of the high-rise in which the office is located, a sign on the office

entrance door, brochures located at other offices, and so on.
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To answer these and other questions, this section revisits our service-orientation princi-

ples to explore how each relates to, supports, or is affected by others. To accomplish this,

we abbreviate the original names we assigned each principle, as follows:

• Services are reusable = service reusability

• Services share a formal contract = service contract

• Services are loosely coupled = service loose coupling

• Services abstract underlying logic = service abstraction

• Services are composable = service composability

• Services are autonomous = service autonomy

• Services are stateless = service statelessness

• Services are discoverable = service discoverability

We intentionally prefix each principle with the word “service” to emphasize that the

principle applies to the design of a service only, as opposed to our SOA characteristics,

which apply to the design of SOA as a whole. 

312 Chapter 8: Principles of Service-Orientation

NOTE

Each relationship is essentially described twice within these sections. This repeti-

tiveness is intentional, as this part of the chapter is provided more for reference

purposes. Feel free to skip ahead if you are not interested in learning about each

individual principle-to-principle relationship at this point.

8.4.1 Service reusability

When a service encapsulates logic that is useful to more than one service requestor, it can

be considered reusable. The concept of reuse is supported by a number of complemen-

tary service principles, as follows.

• Service autonomy establishes an execution environment that facilitates reuse

because the service has independence and self-governance. The less dependencies a

service has, the broader the applicability of its reusable functionality.

• Service statelessness supports reuse because it maximizes the availability of a serv-

ice and typically promotes a generic service design that defers activity-specific pro-

cessing outside of service logic boundaries.
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• Service abstraction fosters reuse because it establishes the black box concept, where

processing details are completely hidden from requestors. This allows a service to

simply express a generic public interface.

• Service discoverability promotes reuse, as it allows requestors (and those that build

requestors) to search for and discover reusable services.

• Service loose coupling establishes an inherent independence that frees a service

from immediate ties to others. This makes it a great deal easier to realize reuse.

Additionally, the principle of service reuse itself enables the following related principle:

• Service composability is primarily possible because of reuse. The ability for one

service to compose an activity around the utilization of a collection of services is

feasible when those services being composed are built for reuse. (It is technically

possible to build a service so that its sole purpose is to be composed by another, but

reuse is generally emphasized.)

Figure 8.26 provides a diagram showing how the principle of service reusability relates

to others.

Figure 8.26 

Service reusability and its relationship with other service-orientation principles.

8.4.2 Service contract

A service contract is a representation of a service’s collective metadata. It standardizes

the expression of rules and conditions that need to be fulfilled by any requestor wanting

to interact with the service.
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Service contracts represent a cornerstone principle in service-orientation and therefore

support other principles in various ways, as follows:

• Service abstraction is realized through a service contract, as it is the metadata

expressed in the contract that defines the only information made available to service

requestors. All additional design, processing, and implementation details are hid-

den behind this contract.

• Service loose coupling is made possible through the use of service contracts. 

Processing logic from different services do not need to form tight dependencies;

they simply need an awareness of each other’s communication requirements, as

expressed by the service description documents that comprise the service contract. 

• Service composability is indirectly enabled through the use of service contracts. It is

via the contract that a controller service enlists and uses services that act as compo-

sition members.

• Service discoverability is based on the use of service contracts. While some reg-

istries provide information supplemental to that expressed through the contract, it

is the service description documents that are primarily searched for in the service

discovery process.

The diagram in Figure 8.27 illustrates how the principle of service contract usage relates

to others.
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Figure 8.27 

The service contract and its relationship with other service-orientation principles.

Erl_08.qxd  6/30/05  11:01 AM  Page 314

Sample Chapter 8 from "Service-Oriented Architecture: Concepts, Technology, and Design" by Thomas Erl



For more information visit www.serviceoriented.ws.

How service-orientation principles inter-relate 315

8.4.3 Service loose coupling

Loose coupling is a state that supports a level of independence between services (or

between service providers and requestors). As you may have already noticed, inde-

pendence or non-dependency is a fundamental aspect of services and SOA as a whole.

Therefore, the principle of persisting loose coupling across services supports the fol-

lowing other service-orientation principles:

• Service reusability is supported through loose coupling because services are freed

from tight dependencies on others. This increases their availability for reuse 

opportunities.

• Service composability is fostered by the loose coupling of services, especially when

services are dynamically composed.

• Service statelessness is directly supported through the loosely coupled communica-

tions framework established by this principle.

• Service autonomy is made possible through this principle, as it is the nature of loose

coupling that minimizes cross-service dependencies.

Additionally, service loose coupling is directly implemented through the application of

a related service-orientation principle:

• Service contracts are what enable loose coupling between services, as the contract is

the only piece of information required for services to interact.

Figure 8.28 demonstrates these relationships.
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8.4.4 Service abstraction

Part of building solutions with independent services is allowing those services to encap-

sulate potentially complex processing logic and exposing that logic through a generic

and descriptive interface. This is the primary benefit of service abstraction, a principle

that is related to others, as explained here:

• Service contracts, in a manner, implement service abstraction by providing the offi-

cial description information that is made public to external service requestors.

• Service reusability is supported by abstraction, as long as what is being abstracted is

actually reusable.

These relationships are shown in Figure 8.29.

316 Chapter 8: Principles of Service-Orientation

Figure 8.28 

Service loose coupling and its relationship with other service-orientation principles.
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8.4.5 Service composability

Designing services so that they support composition by others is fundamental to build-

ing service-oriented solutions. Service composability therefore is tied to service-orienta-

tion principles that support the concept of service composition, as follows:

• Service reusability is what enables one service to be composed by numerous others.

It is expected that reusable services can be incorporated within different composi-

tions or reused independently by other service requestors.

• Service loose coupling establishes a communications framework that supports the

concept of dynamic service composition. Because services are freed from many

dependencies, they are more available to be reused via composition.

• Service statelessness supports service composability, especially in larger composi-

tions. A service composition is reliant on the design quality and commonality of its

collective parts. If all services are stateless (by, for example, deferring activity-

specific logic to messages), the overall composition executes more harmoniously.

• Service autonomy held by composition members strengthens the overall composi-

tion, but the autonomy of the controller service itself actually is decreased due to

the dependencies on its composition members.

• Service contracts enable service composition by formalizing the runtime agreement

between composition members.

Figure 8.30 further illustrates these relationships.

Figure 8.29 

Service abstraction and its relationship with other service-

orientation principles.
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8.4.6 Service autonomy

This principle applies to a service’s underlying logic. By providing an execution envi-

ronment over which a service has complete control, service autonomy relates to several

other principles, as explained here:

• Service reusability is more easily achieved when the service offering reusable logic

has self-governance over its own logic. Service Level Agreement (SLA) type require-

ments that come to the forefront for utility services with multiple requestors, such

as availability and scalability, are fulfilled more easily by an autonomous service.

• Service composability is also supported by service autonomy—for much of the

same reasons autonomy supports service reusability. A service composition consist-

ing of autonomous services is much more robust and collectively independent.

• Service statelessness is best implemented by a service that can execute independ-

ently. Autonomy indirectly supports service statelessness. (However, it is very easy

to create a stateful service that is also fully autonomous.)

• Service autonomy is a quality that is realized by leveraging the loosely coupled rela-

tionship between services. Therefore service loose coupling is a primary enabler of

this principle.

The diagram in Figure 8.31 shows how service autonomy relates to these other 

principles.

318 Chapter 8: Principles of Service-Orientation

Figure 8.30 

Service composability and its relationship with other service-orientation 

principles.
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8.4.7 Service statelessness

To successfully design services not to manage state requires the availability of resources

surrounding the service to which state management responsibilities can be delegated.

However, the principle of statelessness is also indirectly supported by the following

service-orientation principles:

• Service autonomy provides the ability for a service to control its own execution

environment. By removing or reducing dependencies it becomes easier to build

statelessness into services, primarily because the service logic can be fully cus-

tomized to defer state management outside of the service logic boundary.

• Service loose coupling and the overall concept of loose coupling establishes a com-

munication paradigm that is fully realized through messaging. This, in turn, sup-

ports service statelessness, as state information can be carried and persisted by the

messages that pass through the services.

Service statelessness further supports the following principles:

• Service composability benefits from stateless composition members, as they reduce

dependencies and minimize the overhead of the composition as a whole.

Figure 8.31 

Service autonomy and its relationship with other service-orientation principles.
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• Service reuse becomes more of a reality for stateless services, as availability of the

service to multiple requestors is increased and the absence of activity-specific logic

promotes a generic service design.

Figure 8.32 illustrates how service statelessness relates to the other service-orientation

principles.
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Figure 8.32 

Service statelessness and its relationship with other service-orientation principles.

8.4.8 Service discoverability

Designing services so that they are naturally discoverable enables an environment

whereby service logic becomes accessible to new potential service requestors. This is

why service discoverability is tied closely to the following service-orientation principles:

• Service contracts are what service requestors (or those that create them) actually 

discover and subsequently assess for suitability. Therefore, the extent of a service’s

discoverability can typically be associated with the quality or descriptiveness of its

service contract.

• Service reusability is what requestors are looking for when searching for services

and it is what makes a service potentially useful once it has been discovered. A

service that isn’t reusable would likely never need to be discovered because it

would probably have been built for a specific service requestor in the first place.
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The diagram in Figure 8.33 shows how service discoverability fits in with the other 

service-orientation principles.

Figure 8.33 

Service discoverability and its relationship with other service-

orientation principles.

SUMMARY OF KEY POINTS

• Service-orientation principles are not realized in isolation; principles relate to and

support other principles in different ways.

• Principles, such as service reusability and service composability, benefit from the

support of other implemented principles.

• Principles, such as service loose coupling, service contract, and service autonomy,

provide significant support for the realization of other principles.

8.5 Service-orientation and ob ject-orientation (Part II)

Having now covered the fundamentals behind service-orientation principles, we can

continue the discussion we began in the Service-orientation and object-orientation (Part I)

section from Chapter 4.

Those of you familiar with object-oriented analysis and design probably will have rec-

ognized a similarity between a number of the service-orientation principles discussed

and the more established principles of object-orientation.

Indeed, service-orientation owes much of its existence to object-oriented concepts and

theory. Table 8.1 provides a look at which common object-orientation principles are

related to the service-orientation principles we’ve been discussing.
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Table 8.1 An overview of how service-orientation principles relate to object-orientation 

principles.

322 Chapter 8: Principles of Service-Orientation

Service-Orientation Related 

Principle Object-Orientation Principles

service reusability Much of object-orientation is geared toward the creation
of reusable classes. The object-orientation principle of
modularity standardized decomposition as a means of
application design. 

Related principles, such as abstraction and encapsula-
tion, further support reuse by requiring a distinct separa-
tion of interface and implementation logic. Service
reusability is therefore a continuation of this goal.

service contract The requirement for a service contract is very compara-
ble to the use of interfaces when building object-oriented
applications. Much like WSDL definitions, interfaces pro-
vide a means of abstracting the description of a class.
And, much like the “WSDL first” approach encouraged
within SOA, the “interface first” approach also is consid-
ered an object-orientation best practice. 

service loose coupling Although the creation of interfaces somewhat decouples
a class from its consumers, coupling in general is one of
the primary qualities of service-orientation that deviates
from object-orientation. 

The use of inheritance and other object-orientation prin-
ciples encourages a much more tightly coupled relation-
ship between units of processing logic when compared to
the service-oriented design approach.

service abstraction The object-orientation principle of abstraction requires
that a class provide an interface to the external world and
that it be accessible via this interface. Encapsulation sup-
ports this by establishing the concept of information hid-
ing, where any logic within the class outside of what is
exposed via the interface is not accessible to the external
world.

Service abstraction accomplishes much of the same as
object abstraction and encapsulation. Its purpose is to
hide the underlying details of the service so that only the
service contract is available and of concern to service
requestors.
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Service-Orientation Related 

Principle Object-Orientation Principles

service composability Object-orientation supports association concepts, such 
as aggregation and composition. These, within a loosely
coupled context, also are supported by service-
orientation.

For example, the same way a hierarchy of objects can be
composed, a hierarchy of services can be assembled
through service composability.

service autonomy The quality of autonomy is more emphasized in service-
oriented design than it has been with object-oriented
approaches. Achieving a level of independence between
units of processing logic is possible through service-
orientation, by leveraging the loosely coupled relation-
ship between services. 

Cross-object references and inheritance-related depend-
encies within object-oriented designs support a lower
degree of object-level autonomy.

service statelessness Objects consist of a combination of class and data and 
are naturally stateful. Promoting statelessness within
services therefore tends to deviate from typical object-
oriented design. 

Although it is possible to create stateful services and
stateless objects, the principle of statelessness is generally
more emphasized with service-orientation.

service discoverability Designing class interfaces to be consistent and self-
descriptive is another object-orientation best practice that
improves a means of identifying and distinguishing units
of processing logic. These qualities also support reuse by
allowing classes to be more easily discovered. 

Discoverability is another principle more emphasized by
the service-orientation paradigm. It is encouraged that
service contracts be as communicative as possible to sup-
port discoverability at design time and runtime.

As it stands today, object-orientation and service-orientation are not necessarily com-

petitive paradigms. Service-orientation clearly has several roots in object-orientation,

and typical contemporary service-oriented solutions will consist of a mixture of services
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(that adhere to service-orientation principles) and object-oriented components. With a

balanced design, each set of principles can be properly positioned and leveraged to com-

plement and support each other. 

SUMMARY OF KEY POINTS

• Several principles of service-orientation are related to and derived from object-

orientation principles.

• Some object-orientation principles, such as inheritance, do not fit into the service-

oriented world.

• Some service-orientation principles, such as loose coupling and autonomy, are not

directly promoted by object-orientation.

8.6 Native W eb service support for service-orientation principles

Having now worked through the individual principles of service-orientation in some

detail, it becomes evident that Web services provide inherent support for some of these

principles. It is important to recognize specifically which principles are built into the

structure of common Web services because this allows us to place an emphasis on those

that require a conscious effort to realize.

Table 8.2 recaps the principles of service-orientation and explains to what extent they are

natively supported by Web services.

Table 8.2 A look at which service-orientation principles are automatically supported by Web

services.
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Service-Orientation W eb Service Support

Principle

service reusability Web services are not automatically reusable. This quality
is related to the nature of the logic encapsulated and
exposed via the Web service.

service contract Web services require the use of service descriptions, mak-
ing service contracts a fundamental part of Web services
communication.

service loose coupling Web services are naturally loosely coupled through the
use of service descriptions. 

Erl_08.qxd  6/30/05  11:01 AM  Page 324

Sample Chapter 8 from "Service-Oriented Architecture: Concepts, Technology, and Design" by Thomas Erl
For more information visit www.serviceoriented.ws.



Native Web service support for service-orientation principles 325

It turns out that half of the principles of service-orientation are natural characteristics of

common Web services. This underlines the synergy of the marriage between SOA and

the Web services technology platform and gives us a good indication as to why Web

services have been so successful in realizing SOA.

It also highlights the principles that require special attention when building service-

oriented solutions. The four principles identified as not being automatically provided by

Web services are:

• service reusability

• service autonomy

• service statelessness

• service discoverability

Service-Orientation Web Service Support

Principle

service abstraction Web services automatically emulate the black box model
within the Web services communications framework,
hiding all of the details of their underlying logic.

service composability Web services are naturally composable. The extent to
which a service can be composed, though, generally is
determined by the service design and the reusability of
represented logic.

service autonomy To ensure an autonomous processing environment
requires design effort. Autonomy is therefore not auto-
matically provided by a Web service.

service statelessness Statelessness is a preferred condition for Web services,
strongly supported by many WS-* specifications and the
document-style SOAP messaging model. 

service discoverability Discoverability must be implemented by the architecture
and even can be considered an extension to IT infrastruc-
ture. It is therefore not natively supported by Web 
services.
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Chapters 11 through 15 discuss service modeling and design in detail and provide

guidelines to ensure that these important principles are taken into consideration when

building services for use within SOA. 

These processes further emphasize the other four principles as well—though they may

be automatically implemented through the use of Web services, that does not mean they

will necessarily be properly realized. For example, the fact that Web services require the

use of service contracts has no bearing on how well individual service descriptions are

designed.

SUMMARY OF KEY POINTS

• Service abstraction, composability, loose coupling, and the need for service con-

tracts are native characteristics of Web services that are in full alignment with the

corresponding principles of service-orientation.

• Service reusability, autonomy, statelessness, and discoverability are not automati-

cally provided by Web services. Realizing these qualities requires a conscious 

modeling and design effort.

326 Chapter 8: Principles of Service-Orientation
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